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**Цель работы**

Изучить алгоритмы и реализовать программу, рисующую линию на изображении в формате PGM (P5) с учетом гамма-коррекции sRGB.

**Теоретическая справка**

*Гамма-коррекция* — предыскажения яркости чёрно-белого или цветоделённых составляющих цветного изображения при его записи в телевидении и цифровой фотографии. В большинстве случаев представляется степенной функцией.

Особенность человеческого глаза заключается в том, что он лучше различает темные полутона, чем светлые. При стандартном линейном кодировании различие в светлых областях практически не различимо, в то время как в темных различаются переходы. Гамма-коррекция создана исправить это, перенеся информацию со светлых полутонов в темные.

*sRBG* – вариация на тему гамма-коррекции. В отличии оригинала в начале имеет линейный участок, после которого переходит в степенную функцию.

**Решение**

Линия, которую нужно нарисовать, представляется в виде прямоугольника, а каждый пиксель – виде квадрата. Результирующая яркость пикселя – сумма изначальной яркости и яркости линии, взяты пропорционально непокрытой и покрытой площадей соответственно:

где *x* – результирующая яркость,

– яркость пикселя на изображении,

– яркость линии,

*s* – площадь пересечения линии и пикселя.

**Вычисление площади**

Первый случай – когда пиксель полностью покрывается прямоугольником (здесь и далее под *прямоугольником* подразумевается линия, которую нужно нарисовать, а под *линией* – геометрическая прямая). Для это достаточно проверить крайние точки на принадлежность прямоугольника. В таком случае *s* = 1.

К сожалению, в противоположном случае работает не всегда, а именно при толщине меньше 1. Если все вершины пикселя не покрыты ≠ пиксель полностью не покрыт.
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*Рис.1. Пример покрытия пикселя*

Подобных случаев очень много. Поэтому гораздо легче искать площадь непокрытой части. Идея заключается в том, чтобы начиная с каждой непокрытой вершины «вырезать» непокрытую часть.
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*Рис. 2. Пример вырезанных частей*

Для этого достаточно пройтись от каждой вершины по часовой стрелке, каждый раз переходя либо к следующей вершине пикселя, либо к точке пересечения стороны прямоугольника и стороны пикселя.

Хоть такой алгоритм и является затратным с точки зрения вычислений, но он обрабатывает все случаи, когда вырезаемая часть является выпуклым много угольником.

![](data:image/png;base64,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)

*Рис. 3. Пример вырожденного случая*

Когда вырезаемая фигура не является выпуклой – случай куда более сложный. Но для его появления должно быть выполнено условие: вершина прямоугольника должна лежать внутри данного прямоугольника. Таких случаев может быть не больше 4 на 1 линию, поэтому нецелесообразно их обрабатывать. *~~Не баг, а фича.~~*

**Листинг программ**

*GammaCorrection.h*

#ifndef HW2\_GAMMACORRECTION\_H

#define HW2\_GAMMACORRECTION\_H

class GammaCorrection {

private:

double gamma;

int sRGB(int oldBrightness, int newBrightness, double proportion);

int exponential(int oldBrightness, int newBrightness, double proportion);

public:

GammaCorrection(double gamma = -1.0);

int getNewBrightness(int oldBrightness, int newBrightness, double proportion);

};

#endif //HW2\_GAMMACORRECTION\_H

*GammaCorrection.cpp*

#include "GammaCorrection.h"

#include <cmath>

int GammaCorrection::sRGB(int oldBrightness, int newBrightness, double proportion) {

double a = oldBrightness / 255.0;

a = a <= 0.04045 ? a / 12.92 : powl((a + 0.055) / 1.055, 2.4);

double b = newBrightness / 255.0;

b = b <= 0.04045 ? b / 12.92 : powl(((b + 0.055) / 1.055), 2.4);

a = (1.0 - proportion) \* a + proportion \* b;

a = a <= 0.0031308 ? 12.92 \* a : powl(a, 0.416) \* 1.055 - 0.055;

return roundl(a \* 255.0);

}

int GammaCorrection::exponential(int oldBrightness, int newBrightness, double proportion) {

double a = oldBrightness / 255.0;

a = powl(a, gamma);

double b = newBrightness / 255.0;

b = powl(b, gamma);

a = (1.0 - proportion) \* a + proportion \* b;

a = powl(a, 1 / gamma);

return roundl(a \* 255.0);

}

int GammaCorrection::getNewBrightness(int oldBrightness, int newBrightness, double proportion) {

if (gamma == -1.0) {

return sRGB(oldBrightness, newBrightness, proportion);

} else {

return exponential(oldBrightness, newBrightness, proportion);

}

}

GammaCorrection::GammaCorrection(double gamma) : gamma(gamma) {};

*Line.h*

#ifndef HW2\_LINE\_H

#define HW2\_LINE\_H

#include <utility>

class Line {

public:

typedef std::pair<double, double> Point;

const Point &getVector() const;

const Point &getPoint() const;

Line();

Line(Point point1, Point point2);

friend Point intersectionPoint(Line line1, Line line2);

friend bool isParallel(Line const &line1, Line const &line2);

friend bool operator==(Line const &line1, Line const &line2);

double distanceToPoint(Point point0) const;

bool isPointOn(Point point0) const;

private:

Point vector;

Point point;

};

double distanceBetweenPoints(Line::Point point1, Line::Point point2);

bool dEqual(double a, double b);

int sign(double a);

#endif //HW2\_LINE\_H

*Line.cpp*

#include "Line.h"

#include <utility>

#include <cmath>

#define x first

#define y second

const Line::Point &Line::getVector() const {

return vector;

}

const Line::Point &Line::getPoint() const {

return point;

}

Line::Line(Line::Point point1, Line::Point point2)

: point(std::move(point1)) {

vector = std::make\_pair(point2.x - point1.x, point2.y - point1.y);

double length = sqrtl(this->vector.x \* this->vector.x + this->vector.y \* this->vector.y);

this->vector.x /= length;

this->vector.y /= length;

}

Line::Point intersectionPoint(Line line1, Line line2) {

if (isParallel(line1, line2)) {

return std::make\_pair(nan("0"), nan("0"));

}

if (line1.vector.x == 0 || line2.vector.y == 0) {

std::swap(line1, line2);

}

auto vector = line1.vector;

double a = line2.point.x - line1.point.x;

double b = line2.point.y - line1.point.y;

line2.vector.x /= line1.vector.x;

a /= line1.vector.x;

line1.vector.x = 1;

line2.vector.y -= line2.vector.x \* line1.vector.y;

b -= a \* line1.vector.y;

line1.vector.y = 0;

b /= line2.vector.y;

a -= line2.vector.x \* b;

return std::make\_pair(

line1.point.x + vector.x \* a,

line1.point.y + vector.y \* a);

}

bool isParallel(Line const &line1, Line const &line2) {

return (line1.vector.x == 0 && line2.vector.x == 0)

|| (line1.vector.y == 0 && line2.vector.y == 0)

|| (line1.vector.x / line2.vector.x == line1.vector.y / line2.vector.y);

}

Line::Line() {

vector = std::make\_pair(1.0, 0.0);

point = std::make\_pair(0.0, 0.0);

}

bool operator==(Line const &line1, Line const &line2) {

if (line1.point == line2.point) {

return isParallel(line1, line2);

}

Line line = Line(std::make\_pair(line1.point.x - line2.point.x, line1.point.y - line2.point.y), line1.point);

return isParallel(line1, line2) && isParallel(line1, line);

}

double Line::distanceToPoint(Line::Point point0) const {

if (isPointOn(point0)) {

return 0;

}

Line line;

line.point = point0;

line.vector.x = vector.y;

line.vector.y = -vector.x;

return distanceBetweenPoints(point0, intersectionPoint(\*this, line));

}

bool Line::isPointOn(Line::Point point0) const {

return (\*this) == Line(point, point0);

}

double distanceBetweenPoints(Line::Point point1, Line::Point point2) {

return powl((point1.x - point2.x) \* (point1.x - point2.x) + (point1.y - point2.y) \* (point1.y - point2.y), 0.5);

}

bool dEqual(double a, double b) {

const double eps = 1e-12;

return (a > b - eps && a < b + eps);

}

int sign(double a) {

return (0 < a) - (a < 0);

}

*main.cpp*

#include <iostream>

#include <string>

#include "Picture.h"

#define x first

#define y second

typedef unsigned char uchar;

bool getLongDouble(char \*str, double &value) {

try {

value = std::stold(str);

return false;

} catch (std::invalid\_argument &e) {

return true;

}

}

int main(int argc, char \*\*argv) {

if (argc != 10 && argc != 9) {

std::cerr

<< "Use linedrawer <input file> <output file> <line brightness> <line thickness> <x1> <y1> <x2> <y2> [gamma]"

<< std::endl;

return 1;

}

std::ifstream in(argv[1], std::ios\_base::binary);

if (!in.is\_open()) {

std::cerr << "Can't open input file" << std::endl;

return 1;

}

std::ofstream out(argv[2], std::ios\_base::binary);

if (!out.is\_open()) {

std::cerr << "Can't open output file" << std::endl;

in.close();

return 1;

}

uchar lineBrightness;

try {

int intermediateValue = std::stoi(argv[3]);

if (intermediateValue < 0 || intermediateValue > 255) {

throw std::invalid\_argument("");

}

lineBrightness = intermediateValue;

} catch (std::invalid\_argument &e) {

std::cerr << "Incorrect args" << std::endl;

in.close();

out.close();

return 1;

}

double lineThickness, x1, y1, x2, y2, gamma = -1;

if (getLongDouble(argv[4], lineThickness) || lineThickness < 0 ||

getLongDouble(argv[5], x1) || getLongDouble(argv[6], y1) ||

getLongDouble(argv[7], x2) || getLongDouble(argv[8], y2)) {

std::cerr << "Incorrect args" << std::endl;

in.close();

out.close();

return 1;

}

if (argc == 10) {

if (getLongDouble(argv[9], gamma)) {

std::cerr << "Incorrect args" << std::endl;

in.close();

out.close();

return 1;

}

}

Picture picture;

if (picture.read(in)) {

std::cerr << "Can't read input file" << std::endl;

in.close();

out.close();

return 1;

}

picture.drawLine(x1, y1, x2, y2, lineThickness, lineBrightness, {gamma});

if (picture.write(out)) {

std::cerr << "Can't write output file" << std::endl;

in.close();

out.close();

return 1;

}

in.close();

out.close();

return 0;

}

*Picture.h*

#ifndef HW2\_PICTURE\_H

#define HW2\_PICTURE\_H

#include <vector>

#include <fstream>

#include <algorithm>

#include "GammaCorrection.h"

#include "Rectangle.h"

class Picture {

public:

typedef unsigned char uchar;

bool read(std::ifstream &in);

bool write(std::ofstream &out);

void drawLine(double x1, double y1, double x2, double y2, double thickness, int brightness, GammaCorrection gammaCorrection);

private:

std::vector<uchar> data;

size\_t weight, height;

};

#endif //HW2\_PICTURE\_H

*Picture.cpp*

#include "Picture.h"

bool Picture::read(std::ifstream &in) {

std::string format;

size\_t maxValue;

if (!(in >> format >> weight >> height >> maxValue) ||

format != "P5" || maxValue != 255) {

return true;

}

in.get();

data.resize(weight \* height);

in.read((char \*) data.data(), weight \* height);

return false;

}

bool Picture::write(std::ofstream &out) {

out << "P5" << std::endl;

out << weight << " " << height << std::endl;

out << 255 << std::endl;

out.write((char \*) data.data(), data.size());

return false;

}

void Picture::drawLine(double x1, double y1, double x2, double y2, double thickness, int brightness, GammaCorrection gammaCorrection) {

Rectangle rectangle = Rectangle(x1, y1, x2, y2, thickness);

size\_t iMin = std::max(0ll, (long long) (std::min(y1, y2) - thickness / 2 - 2));

size\_t jMin = std::max(0ll, (long long) (std::min(x1, x2) - thickness / 2 - 2));

size\_t iMax = std::min(height, (size\_t) (std::max(y1, y2) + thickness / 2 + 2));

size\_t jMax = std::min(weight, (size\_t) (std::max(x1, x2) + thickness / 2 + 2));

for (size\_t i = iMin; i < iMax; i++) {

for (size\_t j = jMin; j < jMax; j++) {

double s = rectangle.intersectionArea({(double) j, (double) i});

data[i \* weight + j] = gammaCorrection.getNewBrightness(data[i \* weight + j], brightness, s);

}

}

}

*Pixel.h*

#ifndef HW2\_PIXEL\_H

#define HW2\_PIXEL\_H

#include <utility>

#include "Line.h"

class Pixel {

private:

Line::Point center;

Line::Point borderPoints[4];

Line borders[4];

public:

Line::Point getRightUp() const;

Line::Point getRightDown() const;

Line::Point getLeftUp() const;

Line::Point getLeftDown() const;

Pixel(double x, double y);

const Line &getUpLine() const;

const Line &getDownLine() const;

const Line &getLeftLine() const;

const Line &getRightLine() const;

const Line::Point \*getBorderPoints() const;

const Line \*getBorders() const;

bool isPointInside(Line::Point point) const;

};

#endif //HW2\_PIXEL\_H

*Pixel.cpp*

#include "Pixel.h"

#define x first

#define y second

Line::Point Pixel::getRightUp() const {

return borderPoints[1];

}

Line::Point Pixel::getRightDown() const {

return borderPoints[2];

}

Line::Point Pixel::getLeftUp() const {

return borderPoints[0];

}

Line::Point Pixel::getLeftDown() const {

return borderPoints[3];

}

Pixel::Pixel(double x, double y) {

center = std::make\_pair(x, y);

borderPoints[0] = std::make\_pair(center.x - 0.5, center.y - 0.5);

borderPoints[1] = std::make\_pair(center.x + 0.5, center.y - 0.5);

borderPoints[2] = std::make\_pair(center.x + 0.5, center.y + 0.5);

borderPoints[3] = std::make\_pair(center.x - 0.5, center.y + 0.5);

borders[0] = Line(getLeftUp(), getRightUp());

borders[1] = Line(getRightUp(), getRightDown());

borders[2] = Line(getRightDown(), getLeftDown());

borders[3] = Line(getLeftDown(), getLeftUp());

}

const Line &Pixel::getUpLine() const {

return borders[0];

}

const Line &Pixel::getDownLine() const {

return borders[2];

}

const Line &Pixel::getLeftLine() const {

return borders[3];

}

const Line &Pixel::getRightLine() const {

return borders[1];

}

const Line::Point \*Pixel::getBorderPoints() const {

return borderPoints;

}

const Line \*Pixel::getBorders() const {

return borders;

}

bool Pixel::isPointInside(Line::Point point) const {

return dEqual(getUpLine().distanceToPoint(point) + getDownLine().distanceToPoint(point), 1)

&& dEqual(getLeftLine().distanceToPoint(point) + getRightLine().distanceToPoint(point), 1);

}

*Rectangle.h*

#ifndef HW2\_RECTANGLE\_H

#define HW2\_RECTANGLE\_H

#include "Line.h"

#include "Pixel.h"

class Rectangle {

private:

Line::Point points[4];

Line sides[4];

double weight, height, thickness;

public:

Rectangle(double x1, double y1, double x2, double y2, double thickness);

bool isPointInside(Line::Point point) const;

double intersectionArea(Pixel pixel) const;

};

double getArea(std::vector<Line::Point> const &pointsList);

#endif //HW2\_RECTANGLE\_H

*Rectangle.cpp*

#include <algorithm>

#include <vector>

#include "Rectangle.h"

#define x first

#define y second

Rectangle::Rectangle(double x1, double y1, double x2, double y2, double thickness) : thickness(

thickness) {

if (x1 == x2 && y1 == y2) {

return;

}

Line line = Line(std::make\_pair(x1, y1), std::make\_pair(x2, y2));

Line::Point vector = line.getVector();

double borderDistance = std::min(0.5, thickness / 2);

points[1] = std::make\_pair(x1 - vector.x \* borderDistance, y1 - vector.y \* borderDistance);

points[3] = std::make\_pair(x2 + vector.x \* borderDistance, y2 + vector.y \* borderDistance);

points[0] = std::make\_pair(points[1].x - vector.y \* thickness / 2, points[1].y + vector.x \* thickness / 2);

points[1] = std::make\_pair(points[1].x + vector.y \* thickness / 2, points[1].y - vector.x \* thickness / 2);

points[2] = std::make\_pair(points[3].x + vector.y \* thickness / 2, points[3].y - vector.x \* thickness / 2);

points[3] = std::make\_pair(points[3].x - vector.y \* thickness / 2, points[3].y + vector.x \* thickness / 2);

sides[0] = Line(points[0], points[1]);

sides[1] = Line(points[1], points[2]);

sides[2] = Line(points[2], points[3]);

sides[3] = Line(points[3], points[0]);

weight = distanceBetweenPoints(points[0], points[1]);

height = distanceBetweenPoints(points[0], points[3]);

}

bool Rectangle::isPointInside(Line::Point point) const {

return dEqual(sides[0].distanceToPoint(point) + sides[2].distanceToPoint(point), height) &&

dEqual(sides[1].distanceToPoint(point) + sides[3].distanceToPoint(point), weight);

}

double Rectangle::intersectionArea(Pixel pixel) const {

if (thickness >= 1

&& !isPointInside(pixel.getLeftUp()) && !isPointInside(pixel.getRightUp())

&& !isPointInside(pixel.getLeftDown()) && !isPointInside(pixel.getRightDown())) {

return 0;

}

if (isPointInside(pixel.getLeftUp()) && isPointInside(pixel.getRightUp())

&& isPointInside(pixel.getLeftDown()) && isPointInside(pixel.getRightDown())) {

return 1;

}

for (Line::Point point : points) {

if (pixel.isPointInside(point)) {

return 0;

}

}

double s = 0;

bool used[] = {false, false, false, false};

const Line::Point \*borderPoints = pixel.getBorderPoints();

const Line \*borders = pixel.getBorders();

for (int i = 0; i < 4; i++) {

if (used[i] || isPointInside(borderPoints[i])) {

continue;

}

std::vector<Line::Point> pointList;

int j = i;

do {

used[j] = true;

pointList.push\_back(borderPoints[j]);

Line::Point nextPoint = borderPoints[(j + 1) % 4];

Line nextLine = borders[j];

for (Line side : sides) {

Line::Point interPoint = intersectionPoint(side, borders[j]);

if (borderPoints[j] != interPoint

&& pixel.isPointInside(interPoint)

&& distanceBetweenPoints(borderPoints[j], nextPoint) >

distanceBetweenPoints(borderPoints[j], interPoint)) {

nextPoint = interPoint;

nextLine = side;

}

}

if (nextPoint == borderPoints[(j + 1) % 4]) {

j = (j + 1) % 4;

} else {

pointList.push\_back(nextPoint);

for (int t = 0; t < 4; t++) {

if (t == j) {

continue;

}

Line::Point interPoint = intersectionPoint(nextLine, borders[t]);

if (pixel.isPointInside(interPoint) && interPoint != borderPoints[(t + 1) % 4]) {

pointList.push\_back(interPoint);

j = (t + 1) % 4;

break;

}

}

}

} while (!used[j]);

s += getArea(pointList);

}

return 1 - std::abs(s);

}

double getArea(const std::vector<Line::Point> &pointList) {

if (pointList.empty()) {

return 0;

}

double s = 0;

for (size\_t i = 0; i < pointList.size() - 1; i++) {

s += (pointList[i + 1].x - pointList[i].x) \* (pointList[i].y + pointList[i + 1].y) / 2;

}

s += (pointList[0].x - pointList.back().x) \* (pointList[0].y + pointList.back().y) / 2;

return std::abs(s);

}